yournal of Engineering and Development

www.jead.org
Vol. 20, No.02, Marcl2016
ISSN 1813-7822

MIPS CPU DESIGN AND IMPLEMENTATIONBASED CYCLONE
I FPGA BOARD

Dr. Ibtesam R. K.Al-Saedi*

Assist Prof.Communicatio Engineering Department, University of TechnolpBrghdad, Irai

(Received: 23/4/2015; Accepted: 16/09/2015)

Abstract: The aim of thiswork is to desig andimplement a simple MIPS CPU by using Cyclon
FPGA without complex control un MIPS- Processor has been studied and realized to designlate
and implement its components by using VHDL and FPB»ard under Quartus version “8.1 softw
packagesThis design in a modern FPGA environment has doideused to finally realize the tdware
components (RF, PC, ALU, RAM, ROM and Multiplexef)so, the design has used a module princ
to implement the components of the Microproce which provides high flexibility in expanding ti
hardware and software units of its components wthere is a need to change the structure of the de
without acomplex central control unit. This method of desjgovides high flexibility especially fc
embedded systems which are planted in a varietgppfications. The success of the design has
tested through the work of the processor as an iatedrin all components under its instruct with
simple control unit.
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1. Introduction
One of thamportant abstractions that a programmer usesiisstauction se
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architecture (ISA). MIPS microprocessor (Milliorstruction Per Second) measures of
microprocessor speed that uses 32 bit wide registed data paths. The MIPS CPU is
one of the RISC(Reduced Instruction Set Comput&€§; born out of a particularly
fertile period of academic research and developmbintgeneral, RISC processors
typically support fewer and much simpler instruntd1, 2].

Today, most of the MIPS parts that are shippedngo some sort of embedded
application. MIPS Technologies is a provider of thgsizable, licensable 32-bit
processor cores offered with a range of features capabilities that address diverse
market segments including home entertainment @Iy and set-top boxes), home
networking (e.g.xDSL and WiFi), personal entertaeémin (e.g. digital cameras and
portable media players) and microcontrollers (MCUW48)PS also licenses its 32- and
64-bit architectures to system-on-chip (SoC) dgwets [3].

The efficient of design always is how to make th®cpss less complexity
especially when there is a need for a specific.tAskingle purpose processor is this
type of processor that can be designed to exexatetlg one program. An embedded
designer creates a single-purpose processor bymiegi a custom digital circuit,
advantages and disadvantages are more or lesspgusite of the general-purpose
processor and they are used for in a wide varieapplications for the same task [4].

Nowadays hardware is more and more like softwarean easily be programmed
and integrated with other components by using aulasddesign. This means that
hardware components are designed as separateapartsan be put together in one
device. In this way the device is only programmadtiie control and communication of
the different components. Also, this way has madyaatages like components can
easily be replaced when broken and adding newitume{upgrading) is very simple.
However, there are some kind of a pioneer toolstandardization to reach for low
design cost and fast product development like VHBardware description language)
and FPGA (field programmable gate array).

A FPGA has many more components than it should kavia that way it can be
programmed for various applications. It can alsoused as an interface for the
communication of several hardware components [5, 6]

2. Cyclone Il FPGA Starter Board

Although microprocessors can be implemented in BGA design, it is great
choice to use some tools can offer many facilisesh as density logic inside a single
chip and reprogrammable of the design.

In reprogramming feature, the design can be chaafjed the hardware has been
manufactured and the high level design softwardnopeéd the usage of limited
resources.

In this work, the Cyclone Il FPGA Starter DevelopmBoard (Fig. 1) has chosen
to provide integrated features that enable usedetelop and test designs, range from
simple circuits to various multimedia projects, alithout the need to implement
complex application programming interfaces (API$jpst control software, or
SRAM/SDRAM/flash memory controllers..
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To implement the design with Cyclone Il FPGA, ihiscessary to understand be
design steps about Quartus board by using schemditicr and HDL, compiling th
design, pin assignment, and downloading the destgrthe FPGA boal [7, 8].
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Figure 1. Cyclone Il FPGA Starter Development Board[7]

3. Design Architecture

The Architecture for MIPS CPU design is a simpRI&C processor. The design
implemented with the concepts of the modules whegresent here five compone
(Memory, Register File (RF), Arithmetic Logic UnfALU), Programming Counte
(PC) and Multipexes). The advantage of this design is abilityrecognize botl
hardware and software in simple way of constructiofhhe block diagram itFig.2
describes the architecture for designed C
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Figure 2: Architecture Block Diagram [9]

The standard design flow has applied for each neodslwell as for the final CPU
which includes: Design entry (Schematic entry andhHevel language), Synthesis
(Translating design into logic elements), Simulat{®alidate design logic) and Fitting
(Implementing logic using FPGA resources). The gleshas implemented under
platform Quartus version “8.1 "software packagd.[10

2.1 Component Descriptions for CPU Designed
Memory: This memory is divided into two parts:
1) ROM holds the instructions. It has 2 inputs addi@&%®] &clk and 1 output g
[31..0].
2) RAM holds data. It has 4 input [address[8..0] , d&ta[31..0] and Wren }and 1
output.

Register File (RF): This structure contains all of the registers nurabefO- #31. 32bit
register used to store the output of the memostriictions and Data). It has 8 inputs [
clk, rst, opcode, rsAdd, rtAdd, rdAddr, dataln asmtal.oad] and 2 outputs with the
ability to see the contents of any register. Tdeing of this register file is controlled
directly by the program.

ALU: The core of the MIPS CPU has 7 inputs [clk. oficode, funct, rs, rt and imm
Value] and 7 outputs [aluOut, WE,Zero, Carry, eq@kater Than and Less Than]. A
zero flag is set if the value of the result [3Xhianother output, is all zeros. The ALU
can perform a number of arithmetic operationshsas add and subtract, and some of
logical operations, such as AND, OR and XOR. Theode selects the operation
directly.

PC Counter: Usually the program is executed in the straighé¢ lfashion; the next
instruction to be executed is the one that follaWws previous one currently being

42



Journal of Engineering and Development Vol. 20, No. 02, march. 2016 www.jead.org (ISSN 1813-7822)

executed. But sometimeis is needed to conditionally or unconditiongllynp to some
other part of the progran(e.g., functions, loops, etc.) by the program car
instructions. This module has 10 inputs [opcodaradmmaddr, zero, carry, E(
GT,LT, clk, reset and 1 output PCc

Multiplexes: This module connects the data pathway to checlotiteut on the sarr
nodes output. This module has been created to chezkoutput for each cycl
depending on the current instructi

The components RF, PC, ALU, RAM, ROM and Multiplexge programmed by usit
VHDL and FPGA Boardunder Quartt version “8.1.[10].ALU was more complex
programing part in whole design because it repitsséne core of process that nee
special attentionAppendiy).

2.2 MIPS Instruction Set Descriptions with the CPU Designed [11]
There areseveral distinct “classes” of instructions whiclsdgbes its instructiorsets:

a. Arithmetic/logical/shift/comparisc
b. Load/store

c. Branch

d. Jump

Also, there are three instruction formats (encodingM&PS

a. R-type (6bit opcode, -bit rs, 5-bit rt, 5-bit rd, 5-bit shamt, léit function code
b.

| 3126 | 2521 | o20-16 | 1311 | 106 | 5-0
| apcade | re | rt | rd | shamt | finction

c. I-type (6-bit opcode, bit rs, 5-bit rt, 16-bit immediate)
d.

| 31-26 | 2521 | 20-16 | 15-0 ‘

| opcade | rs | "t | i

e. J-type (6bit opcode, 2-bit pseudo direct address)

—h

3126 T 250 ‘

| apcade | pesudadirect jump address

In this work, the instructions groups of the CPlattadopted in this design a
explained in Table 1.
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Table 1.Describtionof the instructions groups [9]

poods RS RT RD = Funct

Nams Descripticon o e R - I .
= F & bits 3 bits 3 bits bits 3 bits & bits

&n

CF 010111 Src Src Drc 000000
AND 01011 Src Src Drc 000001
XOR 01011 Src Src Drc 000010
XNOR 01011 Src Src Drc 000011

Arithmetic Instructions Reglister-Ty

SEL Shift left 010000 Src Src Drc
SHE Shift right 010001 Src Src Drc
RBOL Rotate left 0ioo1io Src Src Drc
ROR Rotate right 010011 Src Src Drc
SUB Subtract 010100 Src Src Drc
ADD Addition 010101 Src Src Drc

Lrithmetic Instructicons Immediate-Type

SHLI Shift left 011000 Src Drc i

SHRI Shift right 011001 Src Drc i

ROLI Rotate left 011010 Src Drc i

EORI Eoctate right 011011 Src Drc i

SUBI Subtract 011100 Src Drc i

ADDI Addition 011101 Src Drc i
Branch Instructions

Jump 100000 address

BEQ Branch sgqual 100010

4
0
[#}]
r
0
¥

5
BNEQ Branch not egqual 100011 Src Src i
BT Branch greater than 100100 Src Src i
BLT Branch less than 100101 Src Src i
BC Branch on carry 100110 i
BZ Branch zero 100111 Src i

il

Memory Instructions Register-Typ

LDD 111000 Src Drc i
STO 111001 Src Src i
Other Instructions

HOP 200000

Notes: Src is a source register, Drc is the destination register, "i” is a 16 bit constant, “address™ is a 24 bit constant.

2.3 Cycle description for CPU Designed
Each of the three cycles must perform certain tasksce completed, the results of the
cycle’s calculations are stored in registers amgmory depended on the program. The
basic duty of each cycle is as follows:

1. Instruction Fetch — This cycle is the same for all instructions, simptpgram
counter (PC) sends the address to the memory (RONBtch the instruction,
put it in the Register File (RF) and increment @&t

2. Instruction Decode and Register Fetch F0 minimize the time of instruction
decode, it is more efficient to perform tasks bytipgation between ALU and
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RF. Therefore, to decoding the instruction, thgisters rs and rt are read and
stored send to ALU. These measures reduce themmaxinumber of clock
cycles. This operation is the same for all ingtauns too.

3. Execution — In this operation of the CPU is determined by thaatipular
instruction that is being executed. This operatib@en performance by
participation between ALU, RF and Memory accorditgy the following
possibility:

* Arithmetic-logical instruction — ALUOut<=rs op rt.

e Branch or a Jump - if (Zero, Carry , Equal, Grdtean , Less Than), PC <=
ALUOut.

« Memory Events (read or write) — Depend on therlicsion which can be in
two state : if the instruction is a load, a datadvis retrieved from memory
directly and written into DataMemOut of IR. Ortlfe instruction is a store,
the ALUOut put in Dataln of RF.

3. VHDL Coding for CPU Designed

According to the Modules listed above, VHDL codeswaritten to perform the
combined functions in as simplistic form as possildlach module has been as a stand
alone component. The Source VHDL Coding of the nesl®C, RF and ALU were
written according to the function description faich one.

This design used Quartus8.1 Software under windasva platform to write the
VHDL programs for the modules PC, RF and ALU. Byingsthe facilities like
MegaWizard plug In_Managr which is available in Qus8.1; it was easy to build the
RAM. ROM and Multiplexer Modules. The designs hdeen tacked account all the
possible states to avoid the overlapping during dkeision of the instructions and
minimize the hardware.

4. Simulating the designed CPU

Before implementing the design Module in the FPG#¥pmn the DE board, it is
deserve to simulate it to ascertain its correctne§aiartus8.1 software includes a
simulator which can be used to simulate the bel@vend performance of units
designed for implementation in Altera’s programnedblgic devices.

The simulator allows the user to apply test vectssnputs to the designed circuit
and to observe the outputs generated in respomsaddition to being able to observe
the simulated values on the I/O pins of the uniis ialso possible to probe the internal
nodes in the circuit. The simulator makes use ef\Waveform Editor which makes it
easy to represent the desired signals as wavefdimswork presents the use of VHDL
to simulate of simple RSIC microprocessor in theelesynthesis system.

This work is depended on the principle of modulsigie that makes design more
flexible when they need any extension for somelifees later. After design and
simulating for each unite RF, ALU, PC, RAM, ROM arMultiplexer, It was
implemented the Block diagram for the component€BiJ. Fig. 3 shows the details
connection for the design according the facilitn¢sch are available in Quartus 8.1.
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Figure 3: Block Diagram for final CPU designed which implemented and programed its components
under Quartus 8.1.

5. Results of Simulation

After succeed of the coding operation for the bladsigned is processed by
several Quartus Il tools that analyze the codethggize the design circuit and generate
an implementation of it. These tools were performogdompiler operation. The report
of compilation operations showed in table 2.
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Table 2.The report of compilation operation

Flow Satus Successful - Fri Nov 14 14:50:17 2008
Quartus Il Version 8.0 Build 215 05/29/2008 SJ Vigtition
Revision Name Pro
Top-level Entity Name Prol
Family Cyclone Il
Device EP2C20F484C6
Timing Models Final
Met timing requirements N/A
Total logic elements 2,529
Total combinational functions 2,529
Dedicated logic registers 1,063
Total registers 1063
Total pins 269
Total virtual pins 0
Total memory bits 32,768
Embedded Multiplier 9-bit elements 0
Total PLLs 0

6. Simulation and Waveform

The design can be simulated in two ways. The typway is a functional
simulation which is used to verify the function @mtness of the circuit as it is being
designed. This operation tasks much less time,usecthhe simulation can be performed
simply by using the logic expression. But timingnglation is more complicated
because it takes all propagation delays into adcdilis necessary to create the required
enlist before running the function simulation. F#y.illustrates the result of timing
simulation for the CPU.
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Figure 4.The result of timing simulation waveform shows the behaviour of the design under normal
conditions.

The result of simulation illustrated that the desgrformed the factions (execute the
test program) which is written as following below:

Memory.mif:

WIDTH=32;

DEPTH=512;
ADDRESS_RADIX=HEX;
DATA_RADIX=HEX;

CONTENT BEGIN

000 : 5C000002; XOR R1,R1,R1
001 : 5C210002; XOR R2,R2,R2
002 : 5C421002; XOR R3,R3,R3
003 : 74000007; Addi R1,R1,7

004 : 74210002; Addi R2,R2,2
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005 : 54011800; Add R3,R1, R2
006 : E4010000; STO R1,R2,0

007 :00000000;

008 :00000000;

009 :00000000;

00A :00000000;

00B :00000000;

00C :00000000

01A : 00000000;

256: 00000000;

END;

7. Conclusions

The architecture for this CPU here is very straiginvard and easy to implement.
This relatively simple design was chosen to recogitine principle of RISC processer
based FPGA . Given more applications for this desiguld be easier extended the
design without changing the architecture and witteoneed for complex Control Unit.
However, the VHDL coding of such a design would, fele, take more time than what
we think if there is not idea about the programmifig/HDL under modern platform
software package. The more important advantagdséothis design that it will be not
a need a complex control unit and easy to extenapplications especially with specific
applications for embedded systems.

One of the important reason actually in the sudaes$final this work is the way
of ALU architecture has been programmed and coedect
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Appendix (ALU code)
library IEEE;

use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;

use IEEE.STD_LOGIC_UNSIGNED.ALL,

-- Definition of my 32 bit alu
entity alu32 is port(
-- Inputs
clk, rst : in std_logic;
opcode : in std_logic_vector(5 downto 0);
funct : in std_logic_vector(5 downto 0);
rs, rt: in std_logic_vector(31 downto 0);
immValue: in std_logic_vector(15 downto 0);
-- Outputs
aluOut : out std_logic_vector(31 downto 0);

zero, carry, equal, greaterThan, lessThan : outait;
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wE : out std_logic);
end alu32;

architecture Behavioral of alu32 is

-- Signal Declorations for Logic and Arithmatic
signaliRT : std_logic_vector(31 downto 0)
signalinternalXORRT : std_logic_vector(31 downt 0)
signal subtract32 : std_logic_vector(31 downrjto O
signalimmValueExt : std_logic_vector(31 downto 0)
signalaluResult : std_logic_vector(32 downtp 0)
signallogicResult : std_logic_vector(31 downto 0)
signalzeroVec : std_logic_vector(31 downtp 0)

signalsumOut : std_logic_vector(32 downto 0);

-- Signal Declorations for Rotating
signal rotateL16, rotateL8, rotateL4, rotateL2atet 1 : std_logic_vector(31 downto 0);

signal rotateR16, rotateR8, rotateR4, rotateR2ate®1 : std_logic_vector(31 downto 0);

-- Signal Declorations for Shifting
signal shiftL16, shiftL8, shiftL4, shiftL2, shiftL1std logic_vector(31 downto 0);
signal shiftR16, shiftR8, shiftR4, shiftR2, shiftR&td_logic_vector(31 downto 0);

begin

-- Decide what results really is with the opcode

with opcode(2 downto 0) select aluResult(31 dov)te=
shiftt1 ~ when "000",

shiftR1  when "001",

rotateL1 when "010",

rotateR1 when "011",
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logicResult when "111",

sumOut(31 downto 0) when others;

-- All the logical functions here

withfunct(5 downto 0) select logicResult<=
rs OR rt when "000000",

rs AND rt when "000001",

rs XOR rt when "000010",

rs XNOR rt when others;

-- Alu result for the carry flag
aluResult(32) <= sumOut(32) when opcode(2 downts '1)0" else '0';
-- Define aluOut

aluOut<= aluResult(31 downto 0);

-- These are the flags for branching
zero<="1" when rs = X"00000000" else '0';
equal<="1"when rs = rt else '0';
greaterThan<="1" when rs>rt else '0';
lessThan<="1" when rs<rt else '0’;

-- This is for the carry flag. It is held for ongote
carryFlag:process(clk)

begin

ifclk'event and clk = '1' then

ifrst = '"1' then
carry<="0"
else

carry<= aluResult(32);
end if;
end if;

end process;
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-- Calculate if we are using rt or the Immediatbuga
immValueExt(31 downto 16) <= (others => (immValug)};
immValueExt(15 downto 0) <= immValue;

iRT<= rt when opcode(3) = '0' else immValueExt;

-- This is for the adder/subtractor
subtract32 <= (others =>'1") when opcode(2 dow) = "100" else (others =>'0");
internalXORRT<=iRT XOR subtract32;

sumOut<= ('0' &rs) + (‘0" &internalXORRT) + subttaz(0);

-- The next part here is for the shifting and riotgt

-- A zero vector used for shifting

zeroVec<= (others =>'0";

-- Rotating and Shifting

-- Rotate Left

rotateL16 <= (rs(15 downto 0) &rs(31 downto 16)) when iRT(4)="1" else rs;

rotateL8 <= (rotateL16(23 downto 0) & rotateL16@dwnto 24)) when iRT(3)="1" else rotateL16;
rotateL4 <= (rotateL8(27 downto 0) & rotateL8(3dwehto 28)) when iRT(2)="1" else rotatelL8;
rotateL2 <= (rotateL4(29 downto 0) & rotateL4(3dwhto 30)) when iRT(1)="1" else rotatel4;

rotateL1 <= (rotateL2(30 downto 0) & rotateL2(31)) when iRT(0)="1" else rotateL2;

-- Rotate Right

rotateR16 <= (rs(15 downto 0) &rs(31 downto 16)) when iRT(4)="1" else rs;

rotateR8 <= (rotateR16(7 downto 0) & rotateR16¢8%nto 8)) when iRT(3)="1" else rotateR16;
rotateR4 <= (rotateR8(3 downto 0) & rotateR8(3wdt 4)) when iRT(2)="1" else rotateR8;
rotateR2 <= (rotateR4(1 downto 0) & rotateR4(3dt 2)) when iRT(1)="1" else rotateR4;
rotateR1 <= (rotateR2(0) & rotateR2(31 downto 1)) when iRT(0)="1' else rotateR2;

-- Shift Left

shiftL16 <= (rs(15 downto 0) &zeroVec(15 downto 0)) when iIRT(4)="1" else rs;
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shiftL8 <= (shiftL16(23 downto 0) &zeroVec(7 dovand)) when iRT(3)="1" else shiftL16;
shiftL4 <= (shiftL8(27 downto 0) &zeroVec(3 downd)) when iRT(2)="1" else shiftL8;
shiftL2 <= (shiftL4(29 downto 0) &zeroVec(1 down®)) when iRT(1)="1" else shiftL4;
shiftL1 <= (shiftL2(30 downto 0) &zeroVec(0)) when iRT(0)="1" else shiftL2;

-- Shift Right

shiftR16 <= (zeroVec(15 downto 0) &rs(31 downto)16)when iRT(4)="1" else rs;
shiftR8 <= (zeroVec(7 downto 0) & shiftR16(31 ddwB)) when iRT(3)="1" else shiftR16;
shiftR4 <= (zeroVec(3 downto 0) & shiftR8(31 dowrt)) when iRT(2)="1" else shiftR8;
shiftR2 <= (zeroVec(1 downto 0) & shiftR4(31 dowrlt)) when iRT(1)='1" else shiftR4;
shiftR1 <= (zeroVec(0) & shiftR2(31 downto 1))  when iRT(0)="1" else shiftR2;
wE<="1"' when opcode = "111001" else '0’;

end Behavioral;
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